Introduction

The assumption that teaching Design Computing by simulating true-to-life design tasks will bring better learning is not new. It is neither specific to Design Computing teaching nor to architectural education. This assumption actually stems from the broader movement of problem-based learning, PBL, which started more than 30 years ago in medical schools of North America and spread into many professional fields (Boud and Feletti, 1997). Although we seek a PBL oriented approach at our school, we do not agree with this dogmatic requirement and we insist in the need for hybridisation with traditional teaching methods such as lectures, tutorials and essays.

Architectural education, in contrast with many other professional fields, contains the most relevant PBL feature: the simulation of professional practice through the design studio. This feature is derived from the origins of architectural education in tutelage and apprenticeship to a practitioner. However, PBL in architectural courses is usually confined to the studio itself. It does not affect or interact with the teaching of other subjects in the curriculum (Maitland, 1997). The adoption of a PBL-like approach in specific courses within traditional programmes is not a difficult issue. The challenge becomes evident only when the goal is to simulate true-to-life design tasks across the course subjects of the whole curriculum.

We argue here that similar problems are present in a Design Computing post-grad curriculum. Several have been the PBL experi
ences into Design Computing teaching (Goldman and Zdepski, 1987; Kalisperis, 1996; Marx, 1998; Johnson, 2000; Rügemer and Russel, 2000; Wyeld, 2001). However, most of them deal with specific teaching modules, are applied within the boundaries of the design studio itself or try to integrate computing into an existing curriculum (Juroszek, 1999) rather than causing actual changes to its structure.

The nature of the design process
If the objective is to simulate a true-to-life design task across an entire programme, or at least most of it, then an understanding of design theory, particularly the design process, becomes extremely relevant to the curriculum structuring. The macro features of design processes, as described by Rittel (1972, 1980) are generally accepted today. His arguments have been later adopted by others, such as Lawson (1980), Cross (1984), Goel (1995), and Cross et al (1996). For the sake of our argument in this paper, we would like to stress here the non-monotonic character of the design process: every formulation of the design problem corresponds to the formulation of a solution.

Design problems have no definitive formulation, that is, at any time a formulation is made, additional questions can be asked and more information requested. Any design solution is also appraised on a large number of ill-defined and conflicting criteria. As a result the design process has no terminating point: it could always lead to an endless sequence of feedback loops.

The nature of a traditional curriculum
If a design process is inherently non-monotonic, on the other hand a traditional curriculum with well-defined courses or modules induces the fragmentation and serialisation of the teaching process. It also prevents the integration of teaching of different subjects into one design process. It encourages the students to focus on what is being currently taught discouraging the handling of multiple-criteria design reasoning.

The story of a PBL Design Computing Programme
This paper describes an ongoing post-grad teaching experience in which we have sought to overcome these contradictions. The assumption is that a PBL Design Computing curriculum can be implemented by introducing enforced recurrence. This assumption stems from the mainstream design theory (Rittel, 1972; Lawson, 1980; Cross et al, 1996, and many others). However, as mentioned earlier, we never ruled out the possibility of a hybrid approach.

This project was developed so far in three phases, each of them resulting in a new curriculum model developed during the search for a feasible PBL Design Computing programme. We describe these phases on the following sections.

Phase I: a linear model
The first phase was developed and implemented in academic section of 1998/1999. Its model was linear and it was in open contradiction with the stated goals. However, it provided the basis for identifying problems and proposing new hypothesis.

The idea of starting with problems on the programme’s outset was challenged from the start: it was evident the need for other types of delivering knowledge and skills at the beginning of the course, particularly the need for lectures.

Phase II: the introduction of enforced recurrence
The second phase was implemented at the earlier part of the academic section of 2000/2001. As a consequence of what was observed in the Phase I, the curriculum was divided into three parts: the first one was dedicated to introducing basic knowledge and skills. It started with plain lectures and progressively turned into PBL-oriented approach, but resorting to other teaching methods whenever needed. The second part, called Common Theme Unit, was dedicated to a major PBL experiment where students developed a full-length building design and across different teaching modules. Hybridisation was again used whenever needed. The third part of the curriculum was dedicated to advanced topics that by their own nature were difficult to integrate in a specific design task, such as for example Intelligent Systems in Architectural Design. However, even here a PBL-oriented preoccupation was kept as a goal within individual modules.

This paper is dedicated to the second part of the curriculum, that is the Common Theme Unit. Its model was based on the idea of using assessment to enforce recurrence and multiple-criteria design reasoning.

Each module was supposed to introduce its specific content and then assess the resulting product against its own criteria and those of previous modules. This structure was an improvement over the previous model, but mixing assessment criteria of a module with those of previous ones was hard to implement within each module itself. The main reasons were, firstly, the resistance of some teachers to the idea of sharing his or her criteria with the ones of previous modules. The second reason was the lack of an overall understanding of the proposed approach by part of the academic staff.

Phase III: enforced recurrence and a integrated digital studio
The third phase of this project was developed at the later part of the academic section of 2000/2001. A third curriculum model, shown in figure 1, was developed with specific modules to promote recurrence and multiple-criteria design reasoning.

The second row in Figure 1 represents the actual teaching modules that are based on pre-selected design issues. The first row simply highlights the main computer techniques introduced in each module, but the leading element at each module is the pre-selected design issue.
This structure produced better results than the second model. At the later modules was possible to observe that students and teachers were being able to carry out some sort of multiple-criteria design reasoning, by seeking to revise previous decisions as a result of assessing their projects against more than one single criterion. However, the experience was only partially successful due to its introduction in the middle of an ongoing academic section.

**Phase IV: the full implementation of the third model**

Phase IV is the present step in our project. In spite of the shortcomings of the previous phases, the strategy, that is, the third model, was fully implemented during the 2001/2002 academic section, when was possible to verify its feasibility and to begin to assess some of its benefits. Figure 2 bellow shows examples of a student’s work involving the application of enforced recurrence.

**Assessment**

In Phase IV of this project we used a method for assessing the performance of the adopted approach and the developed model that was based on value added (Fitz-Gibbon, 1996; Cave et all, 1997).

The students acquisition of knowledge was monitored through three exams with the same criteria. In the charts bellow, Figures 3 through 6, we show some of the preliminary results of this assessment. The data is consolidated acording to overall progress, general computing progress, computer graphics progress and design methods with CAAD progress.

Two students performances are compared here. Student 1 is around 28 years old, and has graduated as an architect 5 years ago. Student 2 is around 40 years old, and has graduated as an architect 20 years ago.

Considering their overall progress, in Figure 3, Student 1 represents the top performance, and Student 2 the bottom performance.

We are still analysing the data we have collected. However, as can be seen from the graphs above, it seem evident that the approach and model are promising, with students showing a substantial increase in their knowledge and skills.

**Conclusions**

We believe that we have made a contribution to knowledge by developing a hybrid novel model, yet PBL-oriented, post-grad Design Computing curriculum. We believe that this model may be also useful to architectural education if PBL-oriented curricula are to be developed in this field. We acknowledge that the approach and strategy need to be more systematically assessed. We think the continuous use of value-added assessment techniques will help us to achieve a clearer understanding of the model’s implementation problems and strengths.
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